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**APLICAÇÃO SIMULANDO A CAPTAÇÃO DE DADOS DE VENDA**

Este projeto tem como objetivo realização criar uma aplicação para simulação de uma captação de dados em um comercio de vendas, em uma rede de lojas. Com objetivo de obtenção de nota para a AV3.
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Neste projeto trouxemos uma aplicação para facilitar o cenário do varejo, com a finalidade de uma gestão mais eficiente de suas vendas, que é algo crucial para o sucesso de qualquer rede de lojas. Nesse contexto, apresentamos nossa aplicação inovadora que simula a captação de dados de vendas para uma rede de lojas, proporcionando um controle abrangente por meio de funcionalidades robustas e uma arquitetura flexível.

A aplicação foi desenvolvida para atender às necessidades essenciais de gerenciamento, envolvendo aspectos cruciais como clientes, estoque, vendas e a geração de relatórios estatísticos perspicazes. Com a capacidade de operar em Java, Python ou Javascript, oferecemos uma solução adaptável às preferências e habilidades da equipe de desenvolvimento.

Para assegurar uma experiência rica desde o início, a aplicação é pré-configurada com um conjunto inicial de 10 produtos cadastrados e 5 clientes. Essa base sólida permite uma rápida implementação e avaliação das funcionalidades propostas. A flexibilidade é uma marca registrada do projeto, oferecendo à equipe a liberdade de escolher entre a implementação utilizando sockets, RPC, API ou Filas de Mensagens. Além disso, garantimos a solidez do banco de dados ao optar por uma abordagem relacional, fundamental para a integridade e consistência dos dados.

Detalhando as principais funcionalidades, destacamos a gestão de clientes, permitindo operações de CRUD (Criar, Ler, Atualizar, Deletar) de forma intuitiva. Da mesma forma, o gerenciamento de vendas oferece um controle preciso do estoque, possibilitando a recepção eficiente de pedidos de compra. A geração de relatórios estatísticos representa o diferencial do nosso projeto, proporcionando insights valiosos para a tomada de decisões estratégicas. Desde relatórios de produtos mais vendidos até análises personalizadas por cliente, a aplicação fornece uma visão abrangente do desempenho do negócio. Com relatórios de consumo médio do cliente e alertas sobre produtos com baixo estoque, garantimos uma gestão proativa e orientada por dados.

Nossa aplicação visa otimizar a eficiência operacional e aprimorar a tomada de decisões, contribuindo significativamente para o sucesso da rede de lojas. Estamos empolgados em apresentar esta solução, esperando que ela atenda e supere as expectativas, proporcionando uma experiência de gestão de vendas excepcional.

**2 - METODOLOGIA**

Com a identificação dos requisitos funcionais e não funcionais da aplicação, com foco nas funcionalidades de gerenciamento de cliente, vendas, estoque e geração de relatórios, esse era um dos requisitos para a nossa aplicação, em seguida pensamos na estrutura de projeto, onde utilizamos o comando npm init para criar um arquivo package.json e definir as configurações do projeto, e organizando a estrutura do projeto, criando diretórios para cada módulo (cliente, vendas, estoque, relatórios). Criamos as dependências necessárias com npm install express nodemon –save e configuramos o script start no arquivo package.json para iniciar a aplicação usando o Nodemon.

Em seguida foi desenvolvimento do módulo cliente: Criamos as rotas e controladores utilizando o Express para o CRUD de clientes, após os testes de operações com ferramentas como o Postman integrado o módulo com o banco de dados relacional. Também foi desenvolvido um módulo de vendas e estoque, com as funções de implementar as funcionalidades de CRUD para vendas e estoque, de integrar as operações com a manipulação do banco de dados relacional e garantia da consistência nas transações de compra e atualização de estoque.

Na parte de desenvolvimento de relatórios, foi implementado as lógicas para gerar relatórios estatísticos e utilizado consultas SQL para obter dados relevantes do banco de dados. E os testes unitários da integração gera testes para cada módulo utilizando frameworks como Mocha ou Jest, e realizando testes de integração para garantir o funcionamento harmonioso entre os diferentes componentes.

**3 - INSTRUÇÕES PARA INSTALAÇÃO E EXECUÇÃO DA APLICAÇÃO.**

Nesse tópico iremos abordar um passo a passo para que consiga rodar a aplicação de forma correta, será necessário seguir, para que não haja erro na execução da aplicação e funcione perfeitamente.

O nosso primeiro passo iremos certificar se que o Node.js (e o npm) estão instalados corretamente em seu computador, você pode selecionar abrir o Windows Powershell ou o Prompt, digitar node -v para conferir se está instalando e qual a sua versão do que está usando.Caso não possua ou esteja desatualizada, faça o download e instale o Node.js, a versão utilizada foi a 20.10.0, para realizar o download e instalação, basta acessar o site oficial do Node.js (<https://nodejs.org/en>), baixar e instalar.

Em seguida, no segundo passo, é necessário clonar o repositório do projeto do GitHub (ou baixe o arquivo ZIP e descompacte). Logo após realize as instalações das dependências, o diretório do projeto, instale as dependências usando o npm: com o comando npm install. O terceiro passo é executar a aplicação, utilizando o comando: node app.js, e o servidor será iniciado e estará ouvindo na porta http://localhost:3000.

Agora utilize ferramentas como Postman, Insomnia ou até mesmo o navegador para testar as rotas da API:

* Listar Itens: http://localhost:3000/itens
* Detalhes do Item: http://localhost:3000/itens/1
* Criar Novo Item: Envie uma solicitação POST para http://localhost:3000/itens
* Atualizar Item: Envie uma solicitação PUT para http://localhost:3000/itens/1
* Excluir Item: Envie uma solicitação DELETE para http://localhost:3000/itens/1

E por fim explore o código-fonte na sua IDE favorita para entender como a aplicação foi construída. Este passo a passo assume que a pessoa já tenha o Git, o Node.js e o npm instalados em seu sistema.

**4 - REQUERIMENTOS DE SOFTWARES NECESSÁRIOS PARA EXECUÇÃO DA APLICAÇÃO**

Para a execução da API é necessário a instalação de algumas bibliotecas como: express "4.18.2", sqlite: 5.1.1", sqlite3: "5.1.6", nodemon: "3.0.2" e o nodeJS lts.

* 1. A bliblioteca express vai ajudar a facilitar na criação de rotas, possibilita no tratamento de exceções, permite a integração de vários sistemas templates e gerencia as requisições HTTP.
  2. O banco de dados relacional sqlite vai ajudar no gerenciamento das tabelas criadas.
  3. O nodemon é uma ferramenta que fornece a capacidade de rodar o código sempre que tiver alguma atualização.
  4. O nodeJs é a linguagem de programação responsável pela construção da API.

**5 - JUSTIFICATIVA DAS TECNOLOGIAS ESCOLHIDAS**

O Node.js é uma plataforma de computação de código aberto baseada em eventos para a construção de aplicações web e de rede.

* Node.js foi escolhido para o projeto de gestão de vendas por ser uma plataforma adequada para o desenvolvimento de aplicações web. Ele é rápido, escalável e fácil de usar.

O Express é um framework web para Node.js que fornece um conjunto de middlewares e ferramentas para facilitar o desenvolvimento de aplicações web.

* O Express foi escolhido para o projeto de gestão de vendas por ser um framework popular e bem documentado. Ele fornece uma base sólida para o desenvolvimento de aplicações web, incluindo recursos como roteamento, middlewares e validação.

O SQLite3 é um banco de dados relacional embutido que é usado para armazenar dados em aplicações web e de rede.

* O SQLite3 foi escolhido para o projeto de gestão de vendas por ser um banco de dados rápido, eficiente e fácil de usar.

O Insomnia é uma ferramenta de teste de API que permite testar e depurar APIs de forma fácil e rápida.

* O Insomnia foi escolhido para o projeto de gestão de vendas por ser uma ferramenta popular e bem documentada. Ele fornece uma variedade de recursos que ajudam a testar e depurar APIs, incluindo suporte para diferentes protocolos, autenticação e geração de relatórios.

As tecnologias mencionadas acima foram usadas por oferecem uma combinação de recursos robustos, escaláveis e eficientes.

As tecnologias escolhidas são adequadas para atender às necessidades do projeto, que são:

* Atender às necessidades essenciais de gerenciamento, envolvendo aspectos cruciais como clientes, estoque, vendas e a geração de relatórios estatísticos perspicazes.
* Oferecer uma solução adaptável às preferências e habilidades da equipe de desenvolvimento.
* Garantir a solidez do banco de dados ao optar por uma abordagem relacional, fundamental para a integridade e consistência dos dados.

**6 - APRESENTAÇÃO E DETALHAMENTO SOBRE A ARQUITETURA, ESTRATÉGIA E ALGORÍTIMO UTILIZADO**

Nos algoritmos, cada operação CRUD (Create, Read, Update, Delete) é implementada com instruções SQL básicas. Por exemplo, a criação de um novo item envolve uma instrução INSERT INTO na tabela correspondente. Os relatórios estatísticos envolvem consultas SQL mais complexas para extrair informações específicas do banco de dados. Por exemplo, o relatório de produtos mais vendidos pode exigir uma consulta que envolva operações de agrupamento e ordenação.

A lógica de roteamento e manipulação de requisições os algoritmos que controlam como as solicitações HTTP são tratadas, desde a validação até a execução da lógica de negócios, são implementados nos controladores e nas rotas. Aqui, utilizamos a flexibilidade do JavaScript para criar lógicas assíncronas quando necessário.

Essa estratégia e arquitetura proporcionam uma aplicação modular, escalável e fácil de entender. O uso de SQLite simplifica a configuração do banco de dados, enquanto o Express facilita a criação de uma API RESTful para operações CRUD e geração de relatórios estatísticos. Escolhemos a arquitetura API(Application Programming Interfaces) que permite a interação de uma aplicação com outra por meio da requisição e resposta.Quando a AP1 solicita um dado da AP2, a AP2 envia a informção por meio de uma resposta. Roteamento e controladores utilizamo o framework Express para facilitar o roteamento e a criação de controladores. Cada recurso (clientes, vendas, etc.) tem seu próprio conjunto de rotas e controladores para lidar com as operações CRUD. O SQLite foi escolhido como o banco de dados relacional, por ser leve, fácil de configurar e suficientemente poderoso para uma aplicação de pequena a média escala, e por fim o npm para gerenciamento de dependências da aplicação. Isso permite que outras pessoas reproduzam facilmente o ambiente de desenvolvimento e instalem as dependências necessárias.

A estratégia utilizada nessa aplicação de vendas é que essa arquitetura compõe um único software baseado em um conjunto de serviços autônomos e simples, além disso, ele permite que, diferentes sistemas se comuniquem entre si e o código seja reutilizado várias vezes e também no controle de funcionalidades específicas permitindo um sistema mais seguro.